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ABSTRACT

The use of mobile apps is increasingly widespread, and much effort
is put into testing these apps to make sure they behave as intended.
In this demo, we present AppTestMigrator, a technique and tool
for migrating test cases between apps with similar functionality.
The intuition behind AppTestMigrator is that many apps share
similarities in their functionality, and these similarities often result
in conceptually similar user interfaces (through which that func-
tionality is accessed). AppTestMigrator attempts to automatically
transform the sequence of events and oracles in a test case for an
app (source app) to events and oracles for another app (target app).
The results of our preliminary evaluation show the effectiveness
of AppTestMigrator in migrating test cases between mobile apps
with similar functionality.
Video URL: https://youtu.be/WQnfEcwYqa4
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1 INTRODUCTION

Most of the software systems we use every day provide a graphical
user interface (GUI) through which users can access the different
features provided by the underlying software. Although unit and in-
tegration testing may directly target this underlying software, test-
ing of GUI-based applications is usually performed mainly through
their GUIs. This is particularly true for web and mobile apps, where
the GUI represents a fundamental part of the system. It is therefore
important to thoroughly test these apps to gain confidence that
they behave as intended when used in the field. However, manually
∗This demo describes the implementation of a technique we presented at ASE 2019 [7].
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developing test cases for an app tends to be extremely expensive,
as it involves considerable human effort.

The technique and tool described in this paper are motivated by
the observation that, although GUIs for different apps can differ
dramatically, there are many cases in which the apps share simi-
larities that result in conceptually similar GUIs. A typical example
of this situation is apps that belong to the same category, such as
banking applications, which share much of their functionality and
may provide GUIs that are inherently similar. In this case, we be-
lieve it is possible to decrease the amount of effort involved in GUI
testing by leveraging and adapting, when performing GUI testing
of a given app, existing GUI tests for other similar apps.

This paper summarizes our technique for migrating test cases
between apps that share part of their functionality, which we de-
fined in previous work [7] and presents AppTestMigrator, a tool
that implements our technique. AppTestMigrator takes as input a
source app, a test case for the source app (source test), and a target
app, and produces as output the source test migrated to the target
app (target test). To do so, it (1) records both the sequence of (GUI)
events generated and the assertions checked by the source test, (2)
migrates events and assertions to the target app using a similarity
metric based on a combination of techniques, and (3) generates a
target test case based on the migrated events and assertions.

To evaluate AppTestMigrator, we used our tool to migrate test
cases for apps in four categories: Shopping List,Note Taking, Expense
Tracking, andWeather. Specifically, we selected four apps within
each category and applied AppTestMigrator to these apps and 158
test cases by considering each app in a category as the source app
and the remaining apps as target apps. We then manually inspected
the migrated test cases. Overall, AppTestMigrator fully migrated
48% and partially migrated 34% of the tests considered. For 42%
of the fully migrated tests, AppTestMigrator also fully migrated
their oracles.

This paper is organized as follows. Section 2 describes AppTest-
Migrator and summarizes the technique behind it. Section 3 presents
details of our tool’s implementation. The evaluation of AppTestMi-
grator and related work are presented in Sections 4 and 5. Finally,
we conclude in Section 6.

2 APPTESTMIGRATOR TECHNIQUE

Fig. 1 shows an overview of AppTestMigrator’s workflow and
architecture. As the figure shows, AppTestMigrator takes as input
the source app, the source tests (a set of tests for the source app),
the target app, and a set of user guides for various mobile apps in
different categories. (A user guide contains a set of instructions that
users must perform to cover different user scenarios in a given app).
As output, AppTestMigrator produces the target tests (the source
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Figure 1: Overview and Architecture of AppTestMigrator.

tests migrated to the target app). AppTestMigrator consists of
four main modules: Instrumenter, Test runner and recorder, Event and
assertion migrator, and Test encoder. First, Instrumenter instruments
the source tests so that Test runner and recorder can record both
the sequence of events generated and the assertions (i.e., oracles)
checked by the tests. Event and assertion migrator then migrates the
events and assertions from the source app to the target app. Finally,
given the migrated events and assertions, Test encoder generates
actual test cases for the target app. In the rest of this section, we
discuss each of AppTestMigrator’s modules in more detail.

Instrumenter. Testing frameworks provide APIs that let users
write test cases by generating events and assertions. The Instru-
menter module instruments these APIs to collect information about
GUI interactions.

Test Runner and Recorder. The Test runner and recorder module
runs the instrumented source tests to record the sequence of events
they generate and the assertions they check. For each event, it logs
the performed action, the element that is the target of the action,
and the input value used by the action, if any.

Event and Assertion Migrator. Given a sequence of source events
extracted from a source test and a target app, this module tries to
migrate the source events and assertions to the target app. To do
so, it processes the events and assertions in the order in which they
appear and tries to match them one at a time with corresponding
events in target appTA, while dynamically crawlingTA. The match-
ing is performed based on the textual attributes of the widgets that
are the targets of the events (e.g., the label of a button).

To allow more effective matching, AppTestMigrator creates an
ontology for mobile apps based on word embeddings it generates
using the Word2Vec [13] methodology. In addition, AppTestMi-
grator takes advantage of a statically computed state-flow graph
to (1) prune the search space and (2) account for the possible future
states of the app when selecting which events to trigger.

When the Event and Assertion Migrator cannot find a direct
match for an event or assertion, it searches for other states inTA in
which a match may be possible by generating extra events. These
extra events are selected randomly, among all the possible events
for TA in its current state, and are considered only if they modify
TA’s state. This process continues until either a match is found, and
thus AppTestMigrator can continue with the next event, or no
match can be found, and AppTestMigrator backtracks to earlier
matches and tries to look for alternative matches.

Test Encoder. Once AppTestMigrator has processed all source
events and assertions, the Test encoder generates actual test cases
for the target app based on the migrated events and assertions. If
successful inmatching all events and assertions, AppTestMigrator
generates a complete target test. Otherwise, it produces a partial
target test, that is, a test that contains only a subsequence of the
events and assertions.

3 APPTESTMIGRATOR IMPLEMENTATION

Our implementation of AppTestMigrator supports Android apps
and tests written using the Espresso testing framework [3]. We
chose Android because it is one of the major platforms in the mo-
bile app market. We chose Espresso for several reasons, including
the fact that it is widely used and is actively maintained by Google,
provides easy access to a more complete GUI state, is integrated
with Android Studio’s Espresso Test Recorder, and supports asyn-
chronous tasks. Note, however, that our general approach is not
specific to Android and Espresso and could be ported to other mo-
bile platforms and testing frameworks. In the rest of this section, we
discuss the tool implementation for each of the modules in figure 1.

3.1 Instrumenter and Test Runner and

Recorder

We modified the Espresso framework and instrumented the APIs
relevant to GUI interactions such that, when the tests are executed,
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AppTestMigrator can collect information about GUI events and as-
sertions. For GUI events, AppTestMigrator collects the action that
corresponds to the event (e.g., click), the target of the action (e.g.,
a button), and input values (e.g., data for a text-input box), if any.
The targets of the actions are GUI elements that are represented by
a set of properties (e.g., text) and values that are associated with the
properties. More specifically, we instrumented the following APIs
in the Espresso testing framework: perform, check,matches, doesNo-
tExist, withId, withText, withContentDescription, withHint, withSpin-
nerText, isDisplayed, isCompletelyDisplayed, isEnabled, isClickable,
isChecked, withParent, withChild, hasDescendant, isDescendantOfA,
and hasSibling.

3.2 Word2Vec Model Generator

Given a set of randomly selected user guides in PDF format for
mobile apps in different categories, the Word2Vec model genera-
tor uses PDF2TEXT [1] to convert PDF documents into plain text
files. It then preprocesses the raw text by tokenizing it and remov-
ing stop-words and special-characters using NLTK [10], which is
an open-source Python library for Natural Language Processing.
Given the preprocessed text corpus, the model generator learns
a word embedding—a model that maps each word in the vocab-
ulary to a numeric vector. Intuitively, the distance between two
vectors that represents two words represent the semantic distance
between those two words. In other words, the closer two words are
in the vector space corresponding to the word embedding, the more
likely they are to have similar meaning. To generate the Word2Vec
model, our current implementation of the Word2Vec Model Gen-
erator uses Genism [19], an open-source vector space and topic
modeling toolkit implemented in Python. In order to serve the pre-
trained Word2Vec model as a service, we built a REST API using
Flask [4].

3.3 Static Analyzer

To perform static analysis of the apps, the Static Analyzer lever-
ages gator [22], a static analysis tool that creates a model of the
GUI-related behavior of an Android app. Specifically, the Static
Analyzer leverages gator to compute aWindow Transition Graph
(WTG) for the target app—a statically-computed graph in which
nodes represent windows (i.e., activities, menus, and dialogs) and
edges represent transitions between windows, triggered by call-
backs executed in the UI thread [2]. The Static Analyzer extracts
the WTG for the target app as a JSON file and uses Neo4j [15], a
graph database management system, to store it. Using Neo4j allows
for an easier interaction between the Dynamic Analyzer and the
static model.

3.4 Dynamic Analyzer

The Dynamic Analyzer leverages the Espresso testing framework
to explore target apps dynamically. During dynamic exploration,
the Dynamic Analyzer extracts, for each screen, the GUI state of
the app, represented as a set of GUI elements. To compute the
similarity score between two GUI elements, the Dynamic Analyzer
uses Stanford’s CoreNLP library [11], which allows it to preprocess
the textual information associated with the GUI elements, namely,
tokenization and lemmatization.
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Figure 2: Results of migrating test cases using AppTestMigrator.

In order to retrieve data from the graph database, the Dynamic
Analyzer queries graph data using Cypher [14], which is Neo4j’s
graph query language. Cypher is a declarative, SQL-inspired lan-
guage for describing visual patterns in graphs and allows the user
to state what to select, insert, update, or delete from the graph data.
Finally, the Dynamic Analyzer uses OkHttp [20], an HTTP client
library, to perform REST calls to both the Word2Vec model and the
graph database.

3.5 Test Encoder

To generate actual test cases for the target app, the Test Encoder
identifies the most suitable type of selector for every migrated GUI
element. To do so, it checks whether the element has properties
“resource ID” and “Text” and whether it is possible to select the
element using one or both of them. If so, the Test Encoder creates a
corresponding selector. Otherwise, it generates a selector of type
XPath [21], that is, a path expression that identifies a specific el-
ement in the GUI state. It is worth noting that we extended the
Espresso APIs to include the notion of XPath selector. It is also
worth noting that, since selectors that use “resource ID” or “Text”
are more readable compared to an XPath selector, they are consid-
ered first when generating the selectors.

4 EVALUATION

In this section, we summarize our evaluation of AppTestMigra-
tor. For further details, please refer to the paper that presents the
AppTestMigrator technique in detail [7]. To evaluate AppTestMi-
grator, we identified four app categories in the Google Play Store:
Shopping List, Note Taking, Expense Tracking, and Weather apps.
We then selected four apps within each category. For each app,
we considered the test cases contained in the apps and also asked
students not involved in this research but familiar with testing to
write more test cases for all the apps (158 test cases in total). We
applied AppTestMigrator to these apps and test cases by consid-
ering each app in a category as the source app and the remaining
apps as target apps.
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Figure 2 shows the results of the study, which we validated
through manual inspection of all the migrated test cases. The bar
on the left-hand side of the figure shows the percentage of test cases
for which the technique generated fully and partially migrated test
cases, along with the percentage of test cases that AppTestMigra-
tor was not able to migrate. The bars in the middle and on the
right-hand side of the figure show the percentage of individual
events (resp., oracles) in the source tests that AppTestMigrator
correctly matched (true positives), could not match to a correspond-
ing event (resp., oracle) in the target app because they did not
actually have a counterpart in that app (true negatives), did not
migrate to an existing corresponding event (resp., oracle) in the
target app (false negatives), and mapped to the wrong events (resp.,
oracles) in the target app (false positives).

Overall, AppTestMigrator fully migrated 48% and partially
migrated 34% of the tests considered. For 42% of the fully migrated
tests, AppTestMigrator also fully migrated their oracles. In terms
of individual events and oracles, on average, the true positives, true
negatives, false positives, and false negatives were 54%, 24%, 17%,
and 5% for the individual events, and 47%, 29%, 13%, and 11% for
the individual oracles.

5 RELATEDWORK

AppTestMigrator builds on the vision and ideas that we proposed
in earlier work [5, 6] and implements the technique we presented
in [7]. CraftDroid [9] was developed concurrently to [7] and also
aims to migrate tests, including oracles, across mobile apps that
share part of their functionality.

Rau, Hotzkow, and Zeller proposed a technique for generating
more effective GUI tests by transferring tests across web applica-
tions [17, 18]. Besides targeting mobile instead of web apps, our
technique is different from theirs in terms of event-matching ap-
proach and underlying analysis. Also, unlike AppTestMigrator,
their approach does not migrate oracles.

TestMig [16] is a technique for migrating GUI tests between iOS
and Android apps. The goal of their work is different, as AppTest-
Migrator migrates GUI test cases between similar apps, whereas
TestMig migrates GUI test cases for apps meant to have the same
functionality across different platforms (iOS to Android).

Recently, several approaches have also been proposed that share
similar intuitions with AppTestMigrator and propose approaches
for exploiting commonalities in the functionality of different apps
to improve GUI test generation (e.g., [8, 12]).

6 CONCLUSION

We presented AppTestMigrator, a tool for migrating test cases
between mobile apps that share part of their functionality. We used
AppTestMigrator to migrate test cases between 16 randomly
selected apps in 4 different app categories. Our evaluation shows
that AppTestMigrator can be effective in migrating both test
inputs and oracles. Our demo illustrates AppTestMigrator by
showing its performance on an example.
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